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Abstract 
Nowadays, WordPress is increasingly used for creating modern websites. An advantage of using WordPress 

is its built-in CMS for adding new posts and pages. More complex data collections, such as a German language 
collocation dictionary, require the existence of a database. The use of a database for loading the dictionary 
could be avoided by using custom posts in WordPress. This paper tested the loading of data from the dictionary 
using the Data Tables HTML JavaScript library, which allows for good content overview and enables searching 
across any field in the table, which is very useful for dictionaries. The loading was performed in two ways: the 
first method was through posts within the WordPress site, and the second method was directly from the 
database. Parameters of loading were measured with different numbers of entries, and comparisons were made. 
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INTRODUCTION 

Creating simple WordPress [1] sites does 
not require a high level of programming 
knowledge. More and more developers are 
using WordPress due to its ease of content 
creation and maintenance. The built-in 
CMS (Content Management System) 
simplifies the process for site editors to add 
new pages or posts, reducing the workload 
for developers during site maintenance, 
which in turn minimizes maintenance costs. 
This paper tested the loading of a large 
amount of data onto a WordPress site in 
two ways: using posts and a MySQL 
database. Comparisons were made of 
different performance metrics when loading 
the created pages. 

In the second chapter, the method for 
creating test pages is presented, while the 
third chapter provides the testing results 
and discussion. The final chapter presents 
the conclusions and needs for further 
improvements. 

EXPOSITION 

The need to test different methods of 
data loading arose from the creation of a 
German language collocation dictionary 
within the DeSKoll project [2]. For creating 
a tabular display, the Data Tables HTML 
JavaScript library [3] can be used, which 
efficiently presents data obtained in various 
ways. For testing purposes, a dictionary of 
English words with a simple structure [4] 
was used. It consists of four columns: 
Word, Count, POS, and Definition. For our 
testing, the specific meanings of the 
columns were not important. Rows of 
5,000, 10,000, and 20,000 entries were 
loaded in two ways. The maximum number 
of rows was set to 20,000, as the specific 
collocation dictionary we aim to create will 
not exceed that number. Identical pages 
were created on the WordPress site for both 
loading methods, as shown in Fig. 1. 
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Fig. 1. The appearance of the loaded web page 
 

The first method of loading was 
executed using posts, with one post created 
for each row. An example of a loaded post 
is shown in Fig. 2. [2]. This method is 
suitable for potential later modifications of 
certain rows by the site editor. The second 
method of loading data is directly from the 
database. For both methods of data storage, 
loading from a CSV file was used. 
 

 
Fig. 2. The appearance of the loaded post 
 
The method of loading data from the 

database into the Data Table is shown in 
Fig. 3. 

 

 
Fig. 3. Loading data from the database into the 

Data Table 

The method of loading data from 
WordPress posts into the Data Table is 
shown in Fig. 4. 

 

 
Fig. 4. Loading data from WordPress posts into 

the Data Table 
 

We wanted to compare whether loading 
via the database is significantly better than 
loading via posts, as editors cannot access 
the database itself. As shown in Fig. 2, by 
using built-in WordPress posts, editors can 
easily make changes visually without 
needing to understand the underlying data 
structure. This cannot be said for the 
MySQL database, as some programming 
knowledge is still required. 

 
RESULTS AND DISCUSSION 

Performance measurements of the pages 
were conducted using a Python script, 
utilizing Selenium [5] and Chrome Web 
Driver [6]. A part of the script is shown 
below: 
 
# Page load time 
start_time = time.time() 
driver.get(url) 
end_time = time.time() 
 

# Total page load time (when 
the page is fully loaded) 
load_time = end_time - 
start_time 
         

# Site performance 
performance_data = 
driver.execute_script("return 
window.performance.timing") 
dom_content_loaded = 
(performance_data['domContent
LoadedEventEnd'] - 
performance_data['navigationS
tart']) / 1000 
total_load_time = 
(performance_data['loadEventE
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nd'] - 
performance_data['navigationS
tart']) / 1000 
         

# Time to Interactive 
measurement  
tti = 
driver.execute_script(""" 
 let entries = 

window.performance.getEntries
ByType('navigation'); 
   if (entries && 

entries.length > 0) { 
      let timing = 

entries[0]; 
      return 

(timing.domInteractive - 
timing.startTime) / 1000; 
            } 
   return null; 
 """) 
         

return { 
   'Total Load Time (s)': 

total_load_time, 
   'DOM Content Loaded Time 

(s)': dom_content_loaded, 
   'Page Fully Loaded Time 

(s)': load_time, 
   'Time to Interactive 

(s)': tti if tti else 'N/A' 
} 
 
The script measured several parameters 

significant for evaluating the loading 
performance of web pages for different 
numbers of loaded entries (5,000, 10,000, 
and 20,000) [7-13]: 

• Total Load Time (in seconds): 
represents the total time required for 
the page to fully load in the 
browser. This includes the time 
needed to load all elements on the 
page, such as HTML, CSS, 
JavaScript, images, and other 
resources. 

• DOM Content Loaded Time (in 
seconds): indicates the moment 
when the HTML document is fully 
loaded and parsed, and all DOM 

elements are available for 
manipulation via JavaScript. 

• Page Fully Loaded Time (in 
seconds): indicates the time 
required for the web page to fully 
load, including all resources such as 
images, scripts, styles, and all other 
elements. 

• Time to Interactive (in seconds): 
indicates the time required for the 
web page to become interactive, 
meaning when all essential 
resources are loaded and the DOM 
is ready for user interactions. 

 

Fig. 5. shows the measurement results 
for the Total Load Time parameter for all 
three cases. 

 

 
Fig. 5. Measurement of the Total Load Time 

parameter 
 

Fig. 6. shows the measurement results 
for the DOM Content Loaded Time 
parameter for all three cases. 

 

 
Fig. 6. Measurement of the DOM Content 

Loaded Time parameter 
 

Fig. 7. shows the measurement results 
for the Page Fully Loaded Time parameter 
for all three cases. 
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Fig. 7. Measurement of the Page Fully Loaded 

Time parameter 
 
Fig. 8. shows the measurement results for 
the Time to Interactive parameter for all 
three cases. 
 

 
Fig. 8. Measurement of the Time to Interactive 

parameter 
 

The results obtained showed that 
performance varies for different quantities 
of loaded data, and as the number of data 
entries increases, the differences become 
more pronounced. This can be partially 
explained by the fact that, although posts 
are stored in the built-in WordPress 
MySQL database, it takes longer to load 
them into the data tables. When entering 
data directly from the database into the 
table, data is accessed directly, whereas 
when entering data from posts, data is 
accessed indirectly by calling the post, 
which retrieves the data from the WP 
MySQL database. 

 
CONCLUSION 
 

This paper tested two methods of 
loading a large amount of data onto a 
WordPress site. The first method, loading 
via posts, proved to be good for later 

modifications by editors, but performance 
results showed that it is significantly less 
favorable in terms of site efficiency. The 
second method, loading via the database, is 
better in terms of performance. Four time 
metrics relevant to the loading performance 
of the web page were measured. 

Since editors are not allowed access to 
the database, a page should be created 
within the site that would enable editors to 
modify any incorrect data without involving 
programmers. This page could provide a 
customized interface for data entry and 
editing, thereby increasing the efficiency of 
editors' work and reducing dependence on 
technical staff. Considering these aspects, it 
is clear that there is a need for a balance 
between performance and data accessibility 
for editors when loading large quantities of 
data onto websites. 
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